Final Examination Review
Topics Covered
A Review of the Course Syllabus shows that the following topics are fair game for the exam:
Anything covered before the midterm and…

1D & 2D Arrays 

Sorting and Search Algorithms

Character Strings and Functions

Pointers

Dynamic Memory Allocation

Roots of Polynomials

Numerical Integration

Statistical Measurments

Solutions to Simultaneous Equations

Basic Structures

Exam Format and Guidelines
The exam will consist of a number of multiple choice or short answer questions followed by a few simple problem solving questions. 

Flowcharts/Pseudocode
You may be asked to write a flowchart to solve a particular task or write a flow chart that represents a particular fragment of code. Conversely, you may be asked to write a code fragment that implements a particular flowchart fragment. You may be asked to examine a flowchart or code fragment and evaluate what result it would produce.

Default Variable Types
Remember the basic rules about assumed variable types for single-letter and similar variable names (assumed by humans - not by the compiler, which always requires explicit type declarations). If the name starts with a letter from the end of the alphabet, it is a double. If it begins with a letter from the middle of the alphabet it is assumed to be an integer. In particular, if you use {u,v,w,x,y,z} in your work and don't indicate otherwise, we will assume it a double. If you use {i,j,k,l,m,n} and don't indicate type, we will assume it is an integer. Other than those twelve letters - you MUST tell us what type of variable it is. If you use one type, say an 'x1', and state that it is an integer then we will grade the problem as though it is an integer but still take off minor points for style violations.

Statements, Code Fragments, and Complete Code
For many problems, you will be expected to write a statement, a code fragment, or a complete program/function. These are just differing levels of completeness. This will be unambiguously stated - you will be asked to "write a C statement that....", or "write a code fragment that...." or "write a complete function to...." or "write a complete C program that...." Be sure you understand the difference otherwise you will lose points for not providing complete code when it was asked for or waste time writing complete code when it wasn't asked for.

Do NOT spend the time writing a complete program unless specifically asked to do so. Keep in mind that the problems were written with the intention that they could be completely answered within about five minutes - ten at the most. Likewise, don't spend time writing a code fragment if the only thing that was asked for was a statement. A statement is a single line of code. If you need a couple of lines to answer the question, that is fine.

Always: Regardless of which level of completeness you are asked for, you must always do the following (or lose points). 

· Indicate which header files are needed for which standard functions you are using - don't forget to indicate which functions are being used out of that header file.. 

· Most easily done by simply providing the #include statement: e.g.: #include<stdlib> /* rand() */

· Indicate which variables are being used and what type they are (unless you use one of the twelve default variable types above). 

· Again, just use the appropriate declaration statement to indicate type: e.g., double min, max; 

· Indicate which variables need to be initialized or, through some means, have to already have a meaningful value in them. 

· Unless you are writing a complete program or function, just use pseudocode to indicate getting a value for a variable: e.g., get min, max.

· Don't go initializing every variable - we are looking for evidence that you understand when a variable has to have a meaningful value and when it doesn't - shot-gunning values into variable "to cover all the bases" will likely indicate to us that you don't understand this issue and that you don't realize that some of the variables you initialized will lose those values as your code executes. 

Statement: Just that - a single statement. You may write more than one statement (i.e., break it up) depending on how you YOU implement it. You don't need to write anything beyond the statement (other than the items you always need to include - see above). 

For example, if asked to write a C statement that computes the base b logarithm of x, you might write:

#include <math.h> /* log() */
double x, y, b;
get x, b
 

y = log(x)/log(b);
Notice that we did not include 'y' in the "get" line. If we had, we would have been saying that 'y' needs to have a meaningful value in it and, since that value would have been lost when the last line was executed, you would have lost points because you obviously felt that you needed a piece of information that you then proceeded to throw away.

Notice also that the statement that actually answers the question is set off from the others (and we recommend you underline it). Also, it is the only one that has to be a statement with proper syntax. It is to your advantage to use proper syntax on all other lines that happen to be actual C statement, but the only one you will lose points for syntactical problems are the actual code statements that are asked for.

Fragment: A code fragment is an incomplete program/function containing only the information necessary to answer the question. In most respects, asking for a fragment as opposed to a statement merely means that the code is more complex than can reasonably be done in a single statement  Therefore the same basic guidelines apply that did for statements.

For example, if asked to write a code fragment that computes the sum of the square roots of all the integers from one through ten, the following would be sufficient:

#include <math.h> /* sqrt() */
double sum;

 

sum = 0;

for(i = 1; i<= 10; i++)
{
    sum += sqrt( (double) i);
}
Notice, in particular, that we didn't use scanf() to get anything from the user and we didn't use printf() ro print anything out. We weren't asked to do that. We were asked to compute a particular sum and that's what we did. Don't waste time writing a bunch of unasked for code.

Notice also that no main() declaration was included. It certainly could have, and doing so would allow you to indicate where the various statements in the fragment go relative to the function declaration, but you won't lose any points for not including them. What we are looking for is: do you know what steps need to be performed and what information you need in order to perform them? 

Complete: Just that - complete. We should be able to type in exactly what you have written and then compile and run it (unless you are asked for a complete function in which case it is understood that we would need to provide a main() function to drive it. This is an example of where just indicating what header file is needed is not sufficient - you must include the correct #include directive. 

For example, if asked to write a complete function called log_b() that takes two floating point arguments (of type double) and returns a floating point value (of type double) such that the return value is the logarithm of the first argument to the base of the second argument, you would need to write something like:

#include <math.h> /* log() */
 

double log_b(double x, double b)
{
    return( log(x) / (log(b) );
}
Notice that we did not include any main(), we did not go ask the user for any values, we did not print out any thing. None of that was asked for. You won't lose points if you do, but you won't get extra points and it's a waste of time to write a big main() function that uses this function unless you are asked to do so. Now, if you go and include extra code like that within the function you were asked to write, you WILL lose points. The problem statement for the function said nothing about the function asking the user for input or printing anything out and you don't have the freedom to put this in there, just as the person that wrote the log() function didn't have that option.

Notice also that we named this function log_b(). This is for a simple reason - that's what we were told to name it. We do not have the option to choose to name it something else.

Reference Sheet 

A pre-prepared Reference Sheet will be provided to you along with the Review Sheet. You may bring it to the Exam with you. This Reference Sheet will primarily consist of function prototypes for the various standard library functions that you might need on the exam. If, during the exam, you feel that you need a function not on the sheet merely ask the proctor and the prototype for the function will be written on the board. The sheet will also contain other information, such as the Precedence of Operators, that you would normally refer back to your reference books for in the future. 

You may not make any notes on the front of the pre-prepared Reference Sheet. However, you are allowed to write anything you desire on the reverse side. This gives you a one-sheet (8.5" x 11") single-sided crib sheet to work with that can contain whatever information you desire up to and including complete solutions for the problems on the Review Sheet. Be advised, this latter approach is not recommended and is likely to backfire. Your goal should be to be able to solve any of the problems on the Review Sheet without any information other than what is on the basic Reference Sheet. If you can do that, you will do fine on the exam.

Note that you are not required to bring this sheet to the exam but also note that one will not be included as part of the exam.
Questions during exam
You may ask any question you would like during the exam - but we are not obligated to answer it. In general, we will try to clear up confusion about what a question is asking for unless the confusion appears to be directly related to what the question is getting at. For instance, if asked to compute the base b logarithm of x, we will not try to help you understand what is meant by the base b logarithm of x. Likewise, you are expected to know the syntax associated with all of the C statements and structures we have covered - questions about these will not be entertained.

Review Questions
Below are a number of possible questions. It is guaranteed that questions totaling a minimum of 25% of the points on the exam will be selected from this list verbatim. Be forewarned, some of these questions are not trivial. It may take you quite a while to answer them the first time. However, it is your own fault if the midterm exam is the first time that you try to answer them.

1) Write a function called rand_norm() that returns a random floating point value between 0.0 and 100.0.

2) What is wrong with the following code fragment?  Will this code compile? If not what error will the compiler return?


int  j[10];


for( i=0; i<=10; i++)


{



j[i] = i;


}

3) Write a code fragment that sorts an array so that it’s elements are arranged in ascending order.

4) What is a string?

5) Briefly describe the process to use a computer to perform function integration.

6) Write a function that converts radius, diameter, and area measurements for a circle from units of inches and square inches to units of feet and square feet.  Use the following function prototype:

void convert_ft(double *r, double * d, double *a);

7) Given the identifier statement: int x = 10, *y = &x. Explain/define/answer the following?

y = 

&x = 

*y = 

&x =

8) Give the value of sum after the following code fragment is executed:


int x[4][4] = {{1,2,3,4},{5,6,7,8},{9,8,7,3},{2,1,7,1}}, sum = 0;


for (i = 1; i <= 3; i++)



for(j=0; j<=3; j++)




if(x[i][j] > x[i-1][j])





sum++;

9) How is an individual element in an array addressed?

10) The subscript identifies the ________________ of a particular element in the array?

11) What does the following code fragment do?

sum = 0;

for(row=0; row<n_rows; row++)


sum += Table[row][2];

12) Give corresponding snapshots of memory after the following code fragment is executed.  Use “?” to indicate an array element that is not initialized.

int r,c,x[4][5]

...

for(r=0; r<=3; r++)

{

for(c=0;c<=4; c++)

{


x[r][c] = r + c;

}

}

13) Give the value in sum after the following code fragment is executed:

int x[4][4] = {{1,2,3,4},{5,6,7,8},{9,8,7,3},{2,1,7,1}};

...

sum = 0;

for(i=1; i<=3; i++)

{


for(j=0; j<=3; j++)


{



if(x[i][j] > x[i-1][j])




sum++;


}

}

14) What does strcmp(s[],t[]) return if:

char s[] = “Hello”;

char t[7] = “HELLO”;

15) What is the result of the following code fragment?

int x[][3] = {{2,3,1}, {0,-3,5}, {1,2,3}};


...


return (x[3][2]);

16) What is the value of y[2][3] after the following code fragment has been run?

int i,j, n=2;

double y[n][n];

...

for(i=0; i<=n-1; i++)

{


for(j=0; j<=n-1; j++)


{



y[j][i] = n*(j+i);


}

}

17) What is the average and the median of x if:

x[9] = {0,1,2,2,6,6,6,7,8};

18) How is standard deviation related to variance?

19) What is variance a measure of?

20) In the function call:

double mean( double x[], int n)

What value should n contain?

21) Arrays are passed into functions by reference rather than by value.  What does that mean?

22)  Write a structure called “relatives” that contains the following members:  name, street address, state, zip code, and a variable containing how many birthdays they gave you presents.

23) What are the potential problems if a pointer is not initialized before use?  If a pointer is originally unused what should the pointer be initialized to?

24) What is the difference between arrays and structures?

(X-credit) The dot product of two vectors is performed frequently in engineering. Write a complete function that takes two vectors (of the same length) and length value and performs the following functional operation and returns the value v. In addition, perform this in pointer arithmetic only.

Assume double for return, double for arguments, int for number of elements of arrays and real data values, only.
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